***toUpperCase()* and *toLowerCase()* Methods**

**toLowerCase()** **Method**

* The **toLowerCase()** method converts a string to lowercase letters
* The **toLowerCase()** method does not change the original string.

string.toLowerCase()

|  |  |
| --- | --- |
| let text = "Hello World!";  let result = text.toLowerCase();  console.log(result); |  |

**toUpperCase()** **Method**

* The **toUpperCase()** method converts a string to uppercase letters.
* The **toUpperCase()** method does not change the original string.

string.toUpperCase()

|  |  |
| --- | --- |
| let text = "Hello World!";  let result = text.toUpperCase();  console.log(result); |  |

***length()* Method**

The **length()** property sets or returns the number of elements in an array.

array.length()

|  |  |
| --- | --- |
| const fruits = ["Banana", "Orange", "Apple", "Mango"];  let length = fruits.length;  console.log(length); |  |

***reverse()* Method**

* The **reverse()** method reverses the order of the elements in an array.
* The **reverse()** method overwrites the original array.

array.reverse()

|  |  |
| --- | --- |
| const fruits = ["Banana", "Orange", "Apple", "Mango"];  console.log(fruits.reverse()) |  |

***replace()* Method**

* The **replace()** method searches a string for a value or a regular expression. Only replaces the first string it finds by default.
* The **replace()** method returns a new string with the value(s) replaced.
* The **replace()** method does not change the original string.
* The **replace()** is case sensitive

string.replace(searchValue, newValue)

|  |  |
| --- | --- |
| **Parameter** | **Description** |
| searchValue | Required.  The value, or regular expression, to search for. |
| newValue | Required.  The new value (to replace with). |

|  |  |
| --- | --- |
| let text = "Visit Microsoft!";  let result = text.replace("Microsoft", "W3Schools");  console.log(result); |  |

If more than one string matches you have to use a global replacement:

|  |  |
| --- | --- |
| let text = "Mr Blue has a blue house and a blue car";  let result = text.replace(/blue/g, "red");  console.log(result); |  |

***slice()* Method**

* The **slice()** method **returns selected elements** in an array, as a **new array**.
* The **slice()** method selects from a given start, up to a (not inclusive) given end.
* The **slice()** method does not change the original array.

array.slice(start, end)

|  |  |
| --- | --- |
| **Parameter** | **Description** |
| start | Optional.  Start position.  Default is 0.  Negative numbers select from the end of the array. |
| end | Optional.  End position.  Default is last element.  Negative numbers select from the end of the array. |

|  |  |
| --- | --- |
| const fruits = ["Banana", "Orange", "Lemon", "Apple", "Mango"];  const citrus = fruits.slice(1, 3); |  |
| const fruits = ["Banana", "Orange", "Lemon", "Apple", "Mango"];  const myBest = fruits.slice(-3, -1); |  |

***join()* Method**

* The **join()** method returns an array as a string, separated by the specified separator.
* The **join()** method does not change the original array.
* Any separator can be specified. The default is comma (**,**).

array.join(separator)

|  |  |
| --- | --- |
| **Parameter** | **Description** |
| separator | Optional.  The separator to be used.  Default is a comma. |

|  |  |
| --- | --- |
| const fruits = ["Banana", "Orange", "Apple", "Mango"];  let text = fruits.join();  console.log(text);  text = fruits.join('');  console.log(text);  text = fruits.join(' ');  console.log(text); |  |

***map()* method**

**map()** **creates a new array** from **calling a function for every array element**.

* It calls a function once for each element in an array.
* It does not execute the function for empty elements.
* It does not change the original array.
* It returns an array with the results of a functions for each array element.

array.map(function(element, index, array){  }, this);

|  |  |
| --- | --- |
| **Parameter** | **Description** |
| function() | Required.  A function to be run for each array element. |
| currentValue | Required.  The value of the current element. |
| index | Optional.  The index of the current element. |
| arr | Optional.  The array of the current element. |
| thisValue | Optional.  Default value **undefined**.  A value passed to the function to be used as its **this** value. |

The example below multiplies every element in the original array by 4. The output will be **[650, 440, 120, 40]**

const numbers = [65, 44, 12, 4];

const newArr = numbers.map(myFunction)

function myFunction(num) {

  return num \* 10;

}

console.log(newArr)

For example, you may have an array of objects that stores **firstName** and **lastName** values as below.

You can use **map()** method to iterate over the array and join the values of **firstName** and **lastName** as below. This would return **['Malcom Reynolds', 'Kaylee Frye', 'Jayne Cobb']**.

const persons = [

  {firstName : "Malcom", lastName: "Reynolds"},

  {firstName : "Kaylee", lastName: "Frye"},

  {firstName : "Jayne", lastName: "Cobb"}

];

persons.map(getFullName);

function getFullName(element) {

  return [element.firstName,element.lastName].join(" ");

}

See another example below, where the **map()** method is used to create another array with just the names.

|  |  |
| --- | --- |
| const items = [    {name: 'Bike',      price: 100  },    {name:'TV',         price: 200  },    {name: 'Album',     price: 10   },    {name: 'Book',      price: 5    },    {name: 'Phone',     price: 500  },    {name: 'Computer',  price: 1000 },    {name: 'Keyboard',  price: 25   }  ]  const itemNames = items.map((item) => {    return item.name  })  console.log(itemNames) |  |

***find()* method**

The **find()** method returns the value of the first element that passes a test.

* It executes a function for each array element.
* It returns **undefined** if no elements are found.
* It does not execute the function for empty elements.
* It does not change the original array.

array.find(function(currentValue, index, arr),thisValue)

|  |  |
| --- | --- |
| **Parameter** | **Description** |
| function() | Required. A function to run for each array element. |
| currentValue | Required. The value of the current element. |
| index | Optional. The index of the current element. |
| arr | Optional. The array of the current element. |
| thisValue | Optional.  Default **undefined**. A value passed to the function as its **this** value. |

|  |  |
| --- | --- |
| const items = [    {name: 'Bike',      price: 100  },    {name:'TV',         price: 200  },    {name: 'Album',     price: 10   },    {name: 'Book',      price: 5    },    {name: 'Phone',     price: 500  },    {name: 'Computer',  price: 1000 },    {name: 'Keyboard',  price: 25   }  ]  const foundItem = items.find((item) => {    return item.name === 'Book'  })  console.log(foundItem) |  |

See the example below, where we it is used to find the “Book” element in the array:

***findIndex()* method**

* The **findIndex()** method executes a function for each array element.
* The **findIndex()** method **returns the index (position) of the first element that passes a test**.
* The **findIndex()** method returns -1 if no match is found.
* The **findIndex()** method does not execute the function for empty array elements.
* The **findIndex()** method does not change the original array.

array.findIndex(function(currentValue, index, arr), thisValue)

|  |  |
| --- | --- |
| **Parameter** | **Description** |
| function() | Required.  A function to be run for each array element. |
| currentValue | Required.  The value of the current element. |
| index | Optional.  The index of the current element. |
| arr | Optional.  The array of the current element. |
| thisValue | Optional.  Default **undefined**.  A value passed to the function as its **this** value. |

|  |  |
| --- | --- |
| const items = [    {name: 'Bike',      price: 100  },    {name:'TV',         price: 200  },    {name: 'Album',     price: 10   },    {name: 'Book',      price: 5    },    {name: 'Phone',     price: 500  },    {name: 'Computer',  price: 1000 },    {name: 'Keyboard',  price: 25   }  ]  const foundItemIndex = items.findIndex((item) => {    return item.name === 'Book'  })  console.log(foundItemIndex) |  |

***forEach()* method**

* The **forEach()** method executes a provided function once for each array element.
* **forEach()** return **undefined**.
* It is not executed for empty elements.

array.forEach(function(currentValue, index, arr), thisValue)

|  |  |
| --- | --- |
| **Parameter** | **Description** |
| function() | Required.  A function to be run for each array element. |
| currentValue | Required.  The value of the current element. |
| index | Optional.  The index of the current element. |
| arr | Optional.  The array of the current element. |
| thisValue | Optional.  Default **undefined**.  A value passed to the function as its **this** value. |

For example, in the example below, for each item in the items array, it will log the price of the element.

|  |  |
| --- | --- |
| const items = [    {name: 'Bike',      price: 100  },    {name:'TV',         price: 200  },    {name: 'Album',     price: 10   },    {name: 'Book',      price: 5    },    {name: 'Phone',     price: 500  },    {name: 'Computer',  price: 1000 },    {name: 'Keyboard',  price: 25   }  ]  items.forEach((item) => {    console.log(item.price)  }) |  |

**Differences between map() and forEach()**

These two methods are used to **iterate on an array**, more technically they invoke the provided callback function for every element of an array.

If you want the benefits of the **return value** or **you don’t want to change the original array** then proceed with the **map()**. As you can see below, we have stored the results in a new array and the original array remains not changed.

|  |  |
| --- | --- |
| **map()** | |
| //an array of numbers  let numberArray = [1, 2, 3, 4, 5];  //output the square of each number  let newArray = numberArray.map((num) => num \* num)  //view the results  console.log(numberArray);  console.log(newArray); |  |

Otherwise if you are just interested to **iterate** or perform the **non-transformation process on the array**, **forEach()** could be the better choice.

|  |  |
| --- | --- |
| **forEach()** | |
| //an array of numbers  let numberArray = [1, 2, 3, 4, 5];  //output the square of each number  let newArray = numberArray.forEach(num =>    (num \* num)  );  //the array hasn’t changed  console.log(numberArray);  console.log(newArray); |  |

***some()* method**

The **some()** method checks if **any array elements pass a test** (provided as a callback function).

* executes the callback function once for each array element.
* returns **true** (and stops) if the function returns **true** for any array element.
* returns **false** if the function returns **false** for all of the array elements.
* does not execute the function for empty array elements.
* does not change the original array.

array.some(function(value, index, arr), this)

|  |  |
| --- | --- |
| **Parameter** | **Description** |
| function | Required. A function to run for each array element. |
| value | Required.  The value of the current element. |
| index | Optional.  The index of the current element. |
| arr | Optional.  The array the current element belongs to. |
| this | Optional.  Default **undefined**.  A value passed to the function to be used as its "**this**" value. |

For example, the code below checks if any of the items has a price below 100, which it has, so it returns **true**.

|  |  |
| --- | --- |
| const items = [    {name: 'Bike',      price: 100  },    {name:'TV',         price: 200  },    {name: 'Album',     price: 10   },    {name: 'Book',      price: 5    },    {name: 'Phone',     price: 500  },    {name: 'Computer',  price: 1000 },    {name: 'Keyboard',  price: 25   }  ]  const hasCheapItems = items.some((item) => {    return item.price <= 100  })  console.log(hasCheapItems) |  |

***every()* method**

* The **every()** method executes a function for each array element.
* It returns **true** if the function returns **true** for all elements.
* It returns **false** if the function returns **false** for one element.
* It does not execute the function for empty elements.
* It does not change the original array

array.every(function(currentValue, index, arr), thisValue)

|  |  |
| --- | --- |
| **Parameter** | **Description** |
| function | Required. A function to run for each array element. |
| value | Required.  The value of the current element. |
| index | Optional.  The index of the current element. |
| arr | Optional.  The array the current element belongs to. |
| this | Optional.  Default **undefined**.  A value passed to the function to be used as its "**this**" value. |

For example, not every element passes the test given by the anonymous function, so it will return **false**.

|  |  |
| --- | --- |
| const items = [    {name: 'Bike',      price: 100  },    {name:'TV',         price: 200  },    {name: 'Album',     price: 10   },    {name: 'Book',      price: 5    },    {name: 'Phone',     price: 500  },    {name: 'Computer',  price: 1000 },    {name: 'Keyboard',  price: 25   }  ]  const hasCheapItems = items.every((item) => {    return item.price <= 100  })  console.log(hasCheapItems) |  |

***reduce()* method**

* The **reduce()** method executes a reducer function for array element.
* **It returns a single value: the function's accumulated result.**
* It does not execute the function for empty array elements.
* It does not change the original array.

array.reduce(function(total, currentValue, currentIndex, arr), initialValue)

|  |  |
| --- | --- |
| **Parameter** | **Description** |
| function | Required.  A function to be run for each element in the array. |
| total | Required.  The *initialValue*, or the previously returned value of the function. |
| curretValue | Required.  The value of the current element. |
| currentIndex | Optional.  The index of the current element. |
| arr | Optional.  The array the current element belongs to. |
| InitialValue | Optional.  A value to be passed to the function as the initial value. |

In the example below, the reduce method uses the callback function to subtract the numbers in the array, starting at the first value (175). So, the return value will be 100 (175-50-25=100).

|  |  |
| --- | --- |
| const numbers = [175, 50, 25];  newArr = numbers.reduce(myFunc);  function myFunc(total, num) {    return total - num;  }  console.log(newArr) |  |

***filter()* method**

* The **filter()** method **creates a new array** filled with elements that pass a test provided by a function.
* It does not execute the function for empty elements.
* It does not change the original array.

array.filter(function(currentValue, index, arr), thisValue)

|  |  |
| --- | --- |
| **Parameter** | **Description** |
| function() | Required.  A function to be run for each array element. |
| currentValue | Required.  The value of the current element. |
| index | Optional.  The index of the current element. |
| arr | Optional.  The array of the current element. |
| thisValue | Optional.  Default **undefined**.  A value passed to the function as its **this** value. |

The following array returns an array with the numbers that pass the criteria > 18.

|  |  |
| --- | --- |
| const ages = [32, 33, 16, 40];  const filteredAges = ages.filter(checkAdult);  function checkAdult(age) {    return age >= 18;  }  console.log(filteredAges) |  |

See another example, where the **filter()** method is used to create a new array only with the items which the price is below 100.

|  |  |
| --- | --- |
| const items = [    {name: 'Bike',      price: 100  },    {name:'TV',         price: 200  },    {name: 'Album',     price: 10   },    {name: 'Book',      price: 5    },    {name: 'Phone',     price: 500  },    {name: 'Computer',  price: 1000 },    {name: 'Keyboard',  price: 25   }  ]  const filteredItems = items.filter((item) => {    return item.price <= 100  })  console.log(items)  console.log(filteredItems) |  |

***includes()* method**

* The **includes()** method returns true if an array contains a specified value.
* It returns **false** if the value is not found.
* It is case sensitive.

array.includes(element, start)

For example, the code below checks if the number 5 is included in the array. And it is, so it will log **true**.

|  |  |
| --- | --- |
| **Parameter** | **Description** |
| element | Required.  The value to search for. |
| start | Optional.  Start position. Default is 0. |

|  |  |
| --- | --- |
| const fruits = [1,2,3,4,5]  const isNumberIncluded = fruits.includes(5);  console.log(isNumberIncluded) |  |

Using **includes()** with conditional statements

One of the useful ways to use includes method is in if statements, where you want something to happen if an array or string contains a certain element.

const numbers = [1,2,3,4,5]

if (numbers.includes(2)) {

console.log(`the number is included`)

}

**Useful case of String *includes()* method**

We can combine includes with other methods such as **filter()** to, for example, create an array with elements that include a certain letter.

|  |  |
| --- | --- |
| const products = [    {      title: 'high-back bench',      company: 'ikea',    },    {      title: 'albany table',      company: 'marcos',    },    {      title: 'accent chair',      company: 'caressa',    },    {      title: 'wooden table',      company: 'ikea',    }  ]  const filteredProducts = products.filter((product) => product.title.includes('ac'))  console.log(filteredProducts); |  |

***startsWith()* method**

* The **startsWith()** method returns **true** if a string starts with a specified string. Otherwise it returns **false**.
* The **startsWith()** method is **case** **sensitive**.

string.startsWith(searchValue, start)

|  |  |
| --- | --- |
| **Parameter** | **Description** |
| searchValue | Required.  The string to search for. |
| start | Optional.  Start position. Default is 0. |

|  |  |
| --- | --- |
| const person = 'Peter Smith';  const employee = '23456-EMP-PETER-SMITH';  console.log(person.startsWith('Pet')); |  |

You can also specify the index that you want it to start reading as a second parameter:

|  |  |
| --- | --- |
| const person = 'Peter Smith';  const employee = '23456-EMP-PETER-SMITH';  const manager = '23456-MAN-JOHN-DOE';  console.log(employee.startsWith('EMP',6)); |  |

***endsWith()* method**

* The **endsWith()** method returns **true** if a string ends with a specified string. Otherwise it returns **false**.
* The **endsWith()** method is **case** **sensitive**.

string.endsWith(searchValue, length)

|  |  |
| --- | --- |
| **Parameter** | **Description** |
| searchValue | Required.  The string to search for. |
| length | Optional.  The length of the string to search.  Default value is the length of the string. |

|  |  |
| --- | --- |
| const manager = '23456-MAN-JOHN-DOE';  console.log(manager.endsWith('DOE')); |  |

You can also specify The length of the string to search as a second parameter:

|  |  |
| --- | --- |
| const manager = '23456-MAN-JOHN-DOE';  console.log(manager.endsWith('MAN',9)); |  |

***repeat()* method**

The **repeat()** method returns a string with a number of copies of a string.

string.repeat(count)

|  |  |
| --- | --- |
| **Parameter** | **Description** |
| count | Required.  The number of copies. |

|  |  |
| --- | --- |
| let text = "Hello world!";  let result = text.repeat(2); |  |

***for of* method**

The **for of** statement loops through the values of an **iterable** object (like Arrays, Strings, Maps, NodeLists, and more).

Unlike **forEach**, it lets you **break** (using **break**) or **skip** (using **continue**) while iterating through the object.

In the example below, we want to create a **shortName** variable with the same content of **longName** but without spaces. Each letter corresponds to an index in the **longName** string. So, we use continue to look for the spaces and skip them. If it is not a space, it will add the letter to the **shortName** variable.

|  |  |
| --- | --- |
| const longName = 'John Smith Pepper III';  let shortName = ''  for (const letter of longName) {    if(letter === ' ') {      continue;    } else {      shortName += letter;    }  }  console.log(shortName); |  |

You can also break the loop as soon as it finds a certain element of the array:

|  |  |
| --- | --- |
| const fruits = ['apple', 'orange', 'banana', 'peach'];  for (const fruit of fruits) {    if(fruit === 'banana') {      break;    } else {      console.log(fruit);    }  } |  |

Or you can skip over it:

|  |  |
| --- | --- |
| for (const fruit of fruits) {    if(fruit === 'banana') {      continue;    } else {      console.log(fruit);    }  } |  |

***for in* method**

The **for in** statement iterates over all **enumerable string properties** of an object including inherited enumerable properties.

It is not advised to use **for in** in arrays. Use for **of or** the other array methods instead.

In the example below, we use **for in** to iterate through each of person’s property names and assign a value to it.

const person = {

  firstName: 'john',

  age: 25,

  status: 'student'

};

for (const propertyName in person) {

  console.log(`${propertyName} : ${person[propertyName]}`);

}

![](data:image/png;base64,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)

***Array.of* method**

The **Array.of()** method **creates a new Array instance** from a variable number of arguments, **regardless of number or type of the arguments** – items can be strings, numbers or Booleans.

In the example below, we pass 3 elements into the **Array.of** method to create an array with those elements.

|  |  |
| --- | --- |
| const example = Array.of('john', 2, true);  console.log(example); |  |

***Array.from* method**

The **Array.from()** static method creates a new, shallow-copied Array instance from an iterable or array-like object (e.g. a string, nodeList, Set, arguments, etc).

**Array.from with Strings**

|  |  |
| --- | --- |
| console.log(Array.from('john')); |  |

**Array.from with arguments**

See the example below where we use the keyword **arguments** to extract the arguments passed when calling the function. The goal is to **convert it to an array** object so we can then use array methods like **reduce** to calculate the total.

|  |  |
| --- | --- |
| function countTotal() {      console.log(arguments);  }  countTotal(67, 89, 54, 100); |  |

As you can see below, by turning the object into an array object we were able to use the **reduce** method on it.

|  |  |
| --- | --- |
| function countTotal() {      console.log(Array.from(arguments));      let total = Array.from(arguments).reduce(          (total, currNum) => (total += currNum),0)      console.log(total);  }  countTotal(67, 89, 54, 100); |  |

**Array.from with NodeList**

Node Lists are something that we get back when we select multiple elements, like with querySelectorAll.

For example, consider the HTML below:

|  |  |
| --- | --- |
| <h1>ES6</h1>      <p>john</p>      <p>peter</p>      <p>susan</p>      <h2 id="result"></h2>      <h1 id="second"></h1> |  |

We cab use **Array.from** to convert the Node List (in the case all the paragraphs) so we can use array method, like map, which in this case we use to join the paragraphs.

const p = document.querySelectorAll('p');

const result = document.getElementById('result');

const second = document.getElementById('second');

let newText = Array.from(p);

newText = newText.map(item => `<span>${item.textContent}</span>`).join(' ');

result.innerHTML = newText;

***Object.key* method**

**Object.key convets** property names into arrays.

|  |  |
| --- | --- |
| const person = {    firstName: 'john',    age: 25,    status: 'student'  };  const keys = Object.keys(person);  console.log(person);  console.log(keys); |  |

***Object.key* method**

**Object.value** converts property values into arrays.

|  |  |
| --- | --- |
| const person = {    firstName: 'john',    age: 25,    status: 'student'  };  const values = Object.values(person);  console.log(person);  console.log(values); |  |

***Object.entries* method**

**Object.entries** is a combination of **Object.keys** and **Object.values** because it returns both names and values of the objects into an array.

|  |  |
| --- | --- |
| const person = {    firstName: 'john',    age: 25,    status: 'student'  };  const result = Object.entries(person);  console.log(result); |  |

As you can see it returns an array with 3 arrays inside. These arrays contain 2 elements each, one is the key and other one is the value. You can use array methods to split them into items.

|  |  |
| --- | --- |
| const person = {    firstName: 'john',    age: 25,    status: 'student'  };  const result = Object.entries(person);  const newResult = result.map((item) => {    const [first, second] = item;    console.log(first);    console.log(second)  }) |  |

Or, a shorter and more efficient version would be using a **for of** method.

|  |  |
| --- | --- |
| const person = {    firstName: 'john',    age: 25,    status: 'student'  };  const result = Object.entries(person);  for (const [first, second] of result) {    console.log(first);    console.log(second)  } |  |